**EmbeddedMontiArc automated component clustering –   
an algorithm primer**(version 2019-03-13)

**Objective**

Bundle interconnected top level components of the model into different clusters. The aim is to reduce connection and communication overhead between components by grouping affine components into different clusters which then are connected using ROS.

**Procedure**

1. Convert the symbol table of a component into an adjacency matrix
   * Order all sub components by name (neccessary for the adjacency matrix).
   * Create adjacency matrix to use with a clustering algorithm, with subcomponents as nodes and connectors between subcomponents as vertices. Sift out all connectors to the super component.
2. Feed (weighted) adjacency matrix into the selected clustering algorithm
   * Spectral clustering
     + We are using the machine learning library „smile ml“ (r\_sml) which provides a broad range of different clustering and partitioning approaches. As a prime example we are using „spectral clustering“ here.
     + The clustring algorithm yields multiple cluster labels with the clustered entries of the adjacency matrix assigned to them. We have to convert them back to a set of symbol tables of components representing the clusters.
   * Markov Clustering (MCL)
     + We are using the machine learning library „java ml“ (r\_jml).
     + The clustring algorithm yields a sparse matrix which is interpreted and converted into a multi-dimensional dataset, representing the clusters and associated data points. We use the adjacency matrix order (by subcomp name) to convert this dataset back to a set of symbol tables of components suitable for Monti.
   * DBScan
     + We are using the machine learning library „smile ml“ (r\_sml)
     + The clustring algorithm yields multiple cluster labels with the clustered entries of the adjacency matrix assigned to them. We have to convert them back to a set of symbol tables of components representing the clusters.
   * Affinity Propagation
     + We are using the classification clustering algorithm suite „clust4j“ (r\_c4j)
     + The clustring algorithm yields multiple cluster labels with the clustered entries of the adjacency matrix assigned to them. We have to convert them back to a set of symbol tables of components representing the clusters.
3. Generate middleware tags separating the clusters
   * This will build the cluster-to-ROS connections.
   * We won’t take account of ports of the super component and only consider connected top level components.
   * A connection will be established if the target cluster label is different from the source cluster label thus connecting different clusters with each other.
4. Feed result into existing manual clustering architecture

**Clustering algorithms in a nutshell**

**Spectral Clustering**

The goal of spectral clustering is to cluster data which is connected but not compact or not clustered within convex boundaries. Data is basically seen as a connected graph and clustering is the process of finding partitions in the graph based on the affinity (similarity or adjacency) of vertices.

The general approach is to perform dimensionality reduction before clustering in fewer dimensions using a standard clustering method (like k-means) on relevant eigenvectors (the "spectrum") of the matrix representation of a graph (Laplacian matrix).

Basically we follow three steps in spectral clustering

1. Pre-processing
   1. Construct a matrix representation of a graph
2. Decomposition
   1. Compute eigenvalues and eigenvectors of the matrix
   2. Map each point to a lower-dimensional representation based on one or more eigenvectors
3. Grouping
   1. Assign points to two or more clusters, based on the new representation

**Pre Pre-processing: How to define the affinity of data points and decide upon the connectivity of a similarity graph?**

It is the affinity of data points, which in the end defines clusters, rather than the absolute (spatial) location or spatial proximity. We have to define both, a way to calculate affinity (similarity function) of data points, and a respective graph representation (from which then the similarity matrix is derived), i.e. which data points (vertices) will be connceted in the graph by (undirected) edges. Typically a similarity function evaluates the distance, this can either be the classic Euclidian distance or a Gaussian Kernel similarity function.

The most wide spread approach to a graph representation is kNN, the k nearest neighbors of a vertex. In this approach the k nearest neighbors of a vertex v vote on where v belongs and thus should be connected to. The goal is to connect vertex vi with vertex vj with an edge if vj is among the k-nearest neighbors of vi. Because this leads to a directed graph, we need an approach to convert it to an undirected one. This can be done in two ways: Either there's an edge if p is NN of q OR q is NN of p. Or there's an edge if p is NN of q AND q is NN of p (this is called mutual kNN, which is in practice a good choice).

Other possible approaches to decide on the connectivity of a similarity graph are "epsilon neighborhood" (a threshold based approach to construct a binary adjacency matrix) or a fully connected graph in combination with a Gaussian similarity function.

**Affinity evaluation**

Within an affinity matrix, data points belonging to the same cluster have a very similar affinity vector to all other data points (eigenvector). Each eigenvector has an eigenvalue which states how prevalent its vector is in the affinity matrix. So those eigenvectors act like a fingerprint for different clusters, representing all datapoints belonging to a specific cluster, in a lower dimensional space.

**The Laplacian matrix**

The Laplacian matrix L is defined as L= D-A, where D is the degree matrix (a diagonal matrix, containing the number of direct neighbors of a vertex) and A is the (binary) adjacency matrix (Aji=1 if vertecies i and j are connected with an edge, 0 otherwise).

**Markov Clustering (MCL)**

The basic idea is to run a flow simulation in a graph, representing the data to be clustered. The graph is explored by „random walks“ which utilize two basic property of clusters: Many edges within a cluster, few egdges between clusters. This means a random walk is more likely to stay within a cluster and less likely to leave it (so it’s possible to discover where the flow tends to „gather“). Unlike most other clustering approaches there’s no prior knowledge needed about the structure of your cluster data.

**Basic steps of MCL clustering**

1. Pre-processing
   1. Transform the graph into a probability (or transition) matrix (e.g. an adjacency matrix can be easily transformed into a probability matrix) which simply shows node adjacency as 1/degree.
   2. Normalize the matrix (either each column of M or each row of MT sums up to 1).
2. Expansion / Inflation
   1. Flow is easier within dense regions than across sparse boundaries. The edge weights will be higher within clusters, and lower between the clusters. This means there is a correspondence between the distribution of weight over the columns and the clusterings. MCL deliberately boosts this affect by adjusting for each vertex the transition values such that strong neighbors are further strengthened and less popular neighbors are demoted.
      1. Expand by taking the nth power of the (markov chain) transition matrix. Allows for flow to connect different regions of the graph.
      2. Inflate the resulting matrix (square and normalize). This operation is responsible for both strengthening and weakening of the flow current (further strengthens strong currents, and weaken already weak currents).
   2. Those two steps are alternated between repeatedly until a steady state is reached (convergence).
3. Convergence
   1. Convergence is not obvious and has not been proven in the paper the algorithm was introduced in originally.
   2. Nevertheless in practice, the algorithm is said to converge nearly always to a "doubly idempotent" matrix (i.e. every value in a single column has the same number), see (i21).
4. Interpret resulting matrix to discover clusters.
   1. To interpret clusters, the vertices are split into two types. Attractors, which attract other vertices, and vertices that are being attracted by the attractors.
   2. Attractors and the elements they attract are put together into the same cluster.

For further information see (i2), (i21)

### DBSCAN (Density Based Spatial Clustering of Applications with Noise)

### This method scans the data for proximity and density observations. It identifies the number of clusters itself, so it is useful in unsupervised learning (though a successful clustering heavily depends on the two mandatory parameters provided).

### All data points eventually become a part of some cluster, or will be identified as outliers, even if the observations are spread widely across the vector space.

Clustering is performed based on two important parameters:

* ε - neighbourhood (n) - cutoff distance of a point to be considered as part of a cluster.
* minimum points (m) - minimum number of points required to form a cluster.

There are three types of points after the DBSCAN clustering is complete:

* Core - This is a point which has at least *m* points within distance *n* from itself.
* Border - This is a point which has at least one Core point at a distance *n*.
* Noise - This is a point which is neither a Core nor a Border. And it has less than *m* points within distance *n* from itself.

**The DBSCAN clustering algorithm**

* For each point *P* in the dataset, identify points *pts* within distance *n* as follows
  + if *pts*  *m*, label *P* as a *Core* point
  + if *pts* < *m* and a Core point exists at distance *n*, label *P* as a *Border* point
  + otherwise (if *pts* < *m*), label *P* as noise
* All the overlapping Core-Sets (i.e. a Core point and all the points within distance n) are grouped together into one cluster.

**![DBSCAN.png](data:image/png;base64,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)**

**Affinity Propagation**

This algorithm is based on the concept of data points seen as a network where all the points send messages to each other, until the emergence of a set of data points that are most significant representatives for a cluster (so-called „exemplars“). The subject of these messages is the disposition of the points to become exemplars. Each exemplar corresponds to a cluster and each cluster is represented by one exemplar only.

**The algorithm**

All the data points want to collectively determine which data points are an exemplar for them by exchanging messages. Message exchange is organized in two matrices:

* The attractiveness (or responsibility) matrix R, where r(i,k) reflects, how strongly point i considers point k to become an exemplar for it. Each item being clustered sends attractiveness messages to all other items, informing its targets of their relative attractiveness to the sender.
* The availablility matrix A, where a(i,k) reflects how strongly point k considers to become an exemplar for point i, given the attractiveness messages it received from all senders. Each target then responds to all senders with an availability message, informing each sender of its availability to become an exemplar for the sender.

The message-passing procedure proceeds until a consensus is reached on the best associate for each item, considering relative attractiveness and availability. The best associate for each item is that item‘s exemplar, and all items sharing the same exemplar are in the same cluster.

**The similarity function**

s(i,k) denotes the similarity of points i and k. The algorithm converts through iteration. The first messages sent per iteration, are the attractiveness (responsibility) values. These values are based on a similarity function which is a distance metric like for example a negative Euclidian squared distance.

**Parameterization**

This method doesn‘t require the number of clusters to be known beforehand, it will find it on its own. Nevertheless a single parameter is required, the so-called preference of point i (denoted as p(i) or s(i,i), as the diagonal of the similarity function) which expresses the suitability of point i to serve as an exemplar. High values for preference will cause affinity propagation to find many exemplars (clusters), while low values will lead to a small number of exemplars (clusters). Often the preference is set as a shared value for all data points, but customization for specific data points is also possible. Preferences have the "same units" as similarities, since similarities and preferences are exchanged during the messaging perocedure when deciding whether or not to create exemplars.

For further information see (i4)

**Clustering Algorithms Comparison Table**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Spectral Clustering | Markov (MCL) | DBScan | Affinity Propagation |
| Parameters  (\* mandatory) | No. of clusters (\*) | No mandatory params, but no. of clusters not applicable | Radius (\*) for nearest neighbor search  No. of minimum points for a cluster (\*) | Reference (\*), controls if smaller or lager numbers of clusters will emerge |
| How much I need to know about my data up-front (domain knowledge)? | A little: How many clusters do I expect? | Parameter-wise literally nothing at all. | Pretty much (structural / density info): What perimeter I consider a neighborhood? What’s my expectation for a minimum data size per cluster? The outcome of the clustering process depends heavily on those two parameters. | Very little: It doesn’t require the number of clusters per se but a preference value, which reflects a conception of the amount of clusters one would prefer to see as a result. |
| Worst-case runtime complexity | O(N3) | O(N3) | O(N2) | O(N2T) |
| Prevailing complexity factor | eigen-decomposition, O(N3)  (inflation step O(N2)) | matrix multiplication on two matrices of dimension N | nearest neighbor search, ε-neighborhood | N = number of data points T = iterations And computation of similarities |
| Runtime complexity of enhanced implementations | O(L3)  L-constrained Spectral Clustering (S1) | Depending on the implementation, logarithmic complexity can be achieved  (M1) | O(N log N) on average  (D1) | O(N + k2T)  Landmark Affinity Propagation  (A1) |
| Unique characteristic | Good tradeoff between parametrization and utility of clustering, works well on cancave and sparse clusters | 100% unsupervised clustering | Might be used to explicitly identify outliers in the data | Fit for unsupervised clustering with dynamic programming over preference parameter |
| Ref. implementation used, version | smile ml, 1.5.2  (r\_sml) | java-ml, 0.1.7  (r\_jml) | smile ml, 1.5.2  (r-sml) | clust4j, 1.2.4 r\_c4j |
| Further information | (i1) | (i2) | (i3) | (i4) |

**Sources of information**

**Libraries for reference implementations used**

(r\_sml) <http://haifengl.github.io/smile/>

(r\_jml) <http://java-ml.sourceforge.net/>

(r\_c4j) <https://github.com/tgsmith61591/clust4j>

**Runtime complexity of enhanced implementations of the clustering algorithms**

(S1) Spectral Clustering  
The complexity of the graph matrix construction – and thus the complexity of the eigen-decomposition O(N3) - can be bounded by L << N if the affinity matrix is modified using pairwise constraints (so-called Nyström method).

For more information see: <https://www.sciencedirect.com/science/article/pii/S1877050918302552>

(M1) Markov MCL clustering  
The specific kind of implementation used in java-ml is not clear. But there are implementations of Markov Clustering, capable of performing at O(L log K), where matrix square computation is done with a limited sparse matrix approach, with a maximum number K of nonzero entries per column and an upper bound L for the size of a newly computed matrix column, where L is bound by the smallest of the two numbers N and K2.

For more information see: <https://micans.org/mcl/man/mclfaq.html>

(D1) DBSCAN  
Two factors can speed up the algorithm: (a) An appropriate indexing structure (e.g. R\*-trees) is used which executes a fixed-radius nearest neighbor search query in O(log N) and (b) The Epsilon neighborhood parameter ε is chosen in a meaningful way, such that on average only O(log N) points are returned (small compared to the size of the whole data space).

For more information see: <http://citeseerx.ist.psu.edu/viewdoc/summary?doi=10.1.1.121.9220>

(A1) Affinity Propagation  
Landmark Affinity Propagation (LAP) works by grouping large scale data with a dense similarity matrix. LAP passes messages between randomly chosen landmark data points first (k) and then clusters non-landmark data points; it is a large global approximation method to speed up clustering. In the end O(N + k2T) is achieved, with N = number of data points and T = number of iterations.

For more information see: <https://www.researchgate.net/publication/321462147_Time_complexity_comparison_between_affinity_propagation_algorithms> (time complexity comparison)

<https://arxiv.org/abs/0910.1650> (more detailed information about LAP algorithm)

**Further information about the clustering algorithms**

(i1) <https://arxiv.org/abs/0711.0189>   
(date of page-view: 11-30-2018)

(i2) <https://dspace.library.uu.nl/bitstream/handle/1874/848/full.pdf>  
(date of page-view: 11-30-2018)

(i21) <https://www.cs.ucsb.edu/~xyan/classes/CS595D-2009winter/MCL_Presentation2.pdf>  
(date of page-view: 11-30-2018)

(i3) <http://citeseerx.ist.psu.edu/viewdoc/summary?doi=10.1.1.121.9220>  
(date of page-view: 11-30-2018)

(i4) <https://www.psi.toronto.edu/affinitypropagation/faq.html>  
(date of page-view: 03-13-2019)